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ABSTRACT

Video game development is one of the fastest-growing industries
in the world. The use of software product lines (SPLs) has proven
to be effective in developing different types of software at a lower
cost, in less time, and with higher quality. There are recent research
efforts that propose to apply SPLs in the domain of video games.
Video games present characteristics that differentiate their develop-
ment from the development of classic software; for example, game
developers perceive more difficulties than other non-game develop-
ers when reusing code. In this paper, we evaluate if the adoption
of an SPL in game software engineering (GSE) can generate the
same benefits as in classic software engineering (CSE) considering
the case study of Kromaia. As in other disciplines dealing with
human behaviour, empirical research allows for building a reliable
knowledge base in software engineering. We present an experiment
comparing two development approaches, Clone and Own (CaO)
and an SPL in terms of correctness, efficiency, and satisfaction when
subjects develop elements of a commercial video game. The results
indicate that the elements developed using the SPL are more cor-
rect than those developed with CaO but do not indicate significant
improvement in efficiency or satisfaction. Our findings suggest that
SPLs in GSE may play a different role than the one they have played
for decades in CSE. Specifically, SPLs can be relevant to generating
new video game content or to balancing video game difficulty.
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1 INTRODUCTION

Nowadays, the video game industry is one of the fastest-growing
industries in the world. According to a 2019 report [31], the total
number of active software developers is 18.9M. The same report
indicates that the video game industry is responsible for 8.8M active
developers. This means that almost half of the active developers
are involved in the video game sector.

Nowadays, the majority of video games are developed using
game engines. A game engine is a development environment that
integrates two engines for graphics and physics and a set of tools
to accelerate the development. The most popular are Unity [33]
and Unreal Engine [15], but it is also possible for a studio to make
its specific engine (e.g., CryEngine [9]).

Software models are a key artifact of game engines. Software
models raise the abstraction level using terms that are much closer
to the problem domain. This means that developers can focus on the
game content itself, avoiding the implementation details of physics
and graphics. Game engines allow video game developers to create
content directly using code (e.g., C++) or software models. The code
allows developers to have more control over the content. Although
Unity and Unreal propose their own modeling language, a recent
survey in Model-Driven Game Development [38] reveals that UML
and Domain Specific Language (DSL) models are also adopted by
development teams.

The use of software product lines (SPLs) has proven to be effec-
tive in developing different types of software at a lower cost, in less
time, and with higher quality [29]. That is why there are recent
research efforts that propose to apply SPLs in the domain of video
games [19, 22, 30]. Another recent research [28] provided evidence
that video game development is different from classical software de-
velopment. For example, game developers perceive more difficulties
than non-game developers when reusing code.

In this paper, we evaluate whether the adoption of an SPL in
Game Software Engineering (GSE) can generate the same benefits as
in classical software engineering (CSE) by analyzing the case study
of a commercial video game: Kromaia. Kromaia has been previously
analyzed by other authors since it uses a specific DSL to automati-
cally generate the final bosses of the video game [4, 5, 12, 13]. We
present an experiment in which we compare two development ap-
proaches, Clone and Own (CaO) and an SPL, both based on the
Kromaia DSL, in terms of correctness, efficiency, and satisfiability.
A total of 28 subjects (classified into two groups according to their
experience) performed the tasks of the experiment, developing two
final bosses of Kromaia. Although the bosses developed with SPL
are more correct than those developed with CaO, our results do not
indicate significant changes in efficiency or satisfaction.
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Our results suggest that the efficiency that for decades has made
SPLs attractive to CSE may not be the key to GSE. In light of our
results, we may need to rethink the role of SPLs for GSE. Our work
suggests new research directions for SPL in GSE. Specifically, our
work reveals that SPLs in GSE can be relevant to generating new
video game content (one of the hot topics of video game research)
and to balancing difficulty (one of the seminal problems of video
games).

The remainder of the paper is structured as follows. Section
2 presents the case study (Kromaia) and the SPL used in the ex-
periment. Section 3 describes our experiment. Section 4 presents
the results obtained. Section 5 discusses the findings. Section 6 de-
scribes the threats to validity. Section 7 examines the related work
of the area. Finally, Section 8 concludes the paper.

2 BACKGROUND

We use the video game Kromaia® in our experiment. Kromaia is a
three-dimensional space game in which the player’s spaceship flies
from a starting point to an ending point reaching the goal of each
level before being destroyed. Throughout the level, the player has
to explore floating structures, avoid asteroids and find items. Along
the way, the player will encounter basic enemies that will try to
damage the player’s spaceship by firing projectiles. If the player
reaches the destination, the final boss corresponding to that level
appears and must be defeated to complete the level.
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Figure 1: The Shooter Definition Modeling Language (SDML).

The final bosses are specified using the Shooter Definition Mod-
eling Language (SDML) [5]. SDML is a Domain-Specific Language
(DSL) that defines components that appear in video game enti-
ties: the anatomical structure (including which parts are used in it,
their physical properties, and how they are connected); the amount
and distribution of vulnerable parts, weapons, and defenses in the

IKromaia Omega - Launch | PlayStation 4: https://youtu.be/EhsejJBp8Go
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structure/body of the character; and the movement behaviours as-
sociated to the whole body or its parts. This modeling language has
concepts such as hulls, links, weak points, and weapons.

Figure 1 shows the metamodel and the concrete syntax of SDML.
The metamodel shown in the upper part of the figure is a simplified
version of the entire metamodel of SDML. This simplification omits
concepts, relationships, and properties that are not as relevant as
those presented in the figure. The metamodel contains more than
20 concepts, over 20 relationships, and more than 60 properties.
However, this simplified version is complete enough to understand
the elements and the relationships between them that compose the
structure of a boss. The bottom part of Figure 1 depicts the concrete
syntax of each of the elements. Overall, a boss is composed of hulls
and links. Each link joins two hulls. A hull can contain weak points
that the player must attack, weapons such as cannons, lasers, or
spikes, and shields that protect weak points and weapons.

Level 2 final boss: Octopus

Octopus: using SDML concrete syntax
[\ R
o
&> QQQQO QQOQQ 9
QQQ OQQ
Figure 2: Example of a final boss of Kromaia.

An actual example of a final boss of Kromaia is presented in the
upper part of Figure 2. The Octopus is the final boss that the player
must defeat to complete level 2. The bottom part of the figure shows
the model of the boss using the SDML concrete syntax. This boss
is composed of one main hull (in the center of the model) and four
"tentacles". The main hull has a weak point, a laser weapon, and
four cannon weapons. Each tentacle consists of six hulls, where the
end hull has a weak point, a laser weapon, and a cannon weapon.

Figure 3 shows a subset of the assets of the SPL for developing
Kromaia bosses. In the left top corner, the figure shows one of the
initial models using the concrete syntax of SDML that can be used
to create new bosses. The right upper part of the figure shows
some of the features that form the SPL. Each feature corresponds
to a model fragment expressed using the concrete syntax of SDML.
At the bottom of Figure 3, some feature models that represent
the variability specification of a boss are shown. The variability
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Figure 3: An example of the SPL for developing Kromaia bosses.

specification was defined by the domain experts of Kromaia. The
elements denoted with a P represent variation points that can be
substituted by a feature, F, following the variability specification.
For example, the variability specification that is shown in the first
place (PI) indicates that can be substituted with the model fragments
F1, F2, or F3. Furthermore, some features can be variation points
that have to be fulfilled with another feature. For example, feature
F2 has two variation points, P6 and P7, which have to be substituted
following their variability specification. P6 has to be replaced by F7
or F8 and P7 has to be replaced by F9 or F10.

3 EXPERIMENT DESIGN

3.1 Objectives

According to the Wohlin’s guidelines [37] for reporting software
engineering experiments, we have organized our research objec-
tives using the Goal Question Metric template for goal definition
[3]. Our goal is to analyze different development approaches for
the purpose of comparison, with respect to the correctness of
the models constructed, efficiency, and user satisfaction, from the
point of view of inexperienced and experienced developers, in
the context of developing for a video game company.

3.2 Variables

In this study, the factor under investigation is Development Ap-
proach. There are two alternatives: to use Clone and Own (CaO)
or the SPL based on the DSL of Kromaia, to create a boss of the
video game.

Since the goal of this experiment is to evaluate the effects of the
use of different approaches when developing a boss of a commercial
video game, we selected Correctness and Efficiency as the objective
dependent variables, which are related to performance. We mea-
sured Correctness using a correction template, which was applied
to the models developed by the subjects after the experiment. Their
values range from 0 to 100 and represent the percentage of points

obtained according to the correction template. To calculate Effi-
ciency, we measured the time employed by each subject to finish
the task, using the start and end time of each task. Efficiency is the
ratio of Correctness to time spent (in minutes) to perform a task.
We also analyzed development approaches with respect to Sat-
isfaction using a 5-point Likert-scale questionnaire based on the
Technology Acceptance Model (TAM) [25]. We decompose Satisfac-
tion into three subjective dependent variables as follows: Perceived
Ease of Use (PEOU), the degree to which a person believes that
learning and using a particular language would require less effort.
Perceived Usefulness (PU), the degree to which a person believes
that using a particular language will increase performance, and
Intention to Use (ITU), the degree to which a person intends to use
a development approach. Each of these variables corresponds to
specific items in the TAM questionnaire. We average the scores
obtained for these items to obtain the value for each variable.

3.3 Design

We chose a factorial crossover design with two periods using two
different tasks, T1 and T2, one for each period. The subjects had
been randomly divided into two groups (G1 and G2). In the first
period of the experiment, all of the subjects solved T1 with G1 using
CaO and G2 using SPL. Afterward, in the second period, all of the
subjects solved T2, G1 using the SPL and G2 using CaO.

These repeated measures design increases the sensitivity of the
experiment [35]: the observation of the same subject using the two
alternatives controls between-subject differences, improving ex-
periment robustness regarding variation among subjects. By using
two different sequences for each group (G1 used CaO first and SPL
afterwards, and G2 used SPL first and CaO afterwards) and differ-
ent tasks, the design counterbalances some of the effects caused by
using the alternatives of the factor in a specific order (i.e., learning
effect, fatigue). To verify the experiment design, we conducted a pi-
lot study with two subjects. This pilot study allowed us to estimate
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the time needed to solve the tasks and complete the questionnaires,
detect typographical and semantic mistakes, and test the online
environment used to develop the experiment. The subjects in the
pilot study did not participate in the experiment.

3.4 Research questions and hypotheses

The research questions and null hypotheses are formulated as fol-
lows:

RQ1 - Does the Development Approach used for creating
software for video games impact the Correctness of software? The
corresponding null hypothesis is Hyc: The Development Ap-
proach used for creating software for video games does not have
an effect on Correctness. .

RQ2 - Does the Development Approach used for creating
software for video games impact the Efficiency of developers? The
null hypothesis for Efficiency is Hy g: The Development Approach
does not have an effect on Efficiency.

RQ3 - Is user satisfaction different when developers use different
Development Approach for creating software for video games?
To answer this question, we formulated three hypotheses based on
the variables Perceived Ease of Use, Perceived Usefulness, and Inten-
tion to Use, with their corresponding null hypotheses. These are:
Hy prou, the Development Approach does not have an effect on
Perceived Ease of Use; Hy py, the Development Approach does not
have an effect on Perceived Usefulness; Hy 7y, the Development
Approach does not have an effect on Intention to Use.

The hypotheses are formulated as two-tailed hypotheses since
we have not found empirical studies that support a specific direction
for the effect in the video game domain.

3.5 Participants

We selected the subjects using convenience sampling [37]. We in-
vited 20 professionals working in software modeling or video game
development to participate in the experiment. 13 of them decided
to participate and completed the experiment. A total of 28 sub-
jects with different knowledge about modeling and video game
development performed the experiment. We also invited 20 third-
year undergraduate students (inexperienced developers) taking a
course in mobile game development from a technology program
at a University. Of these subjects, 16 decided to participate and 15
completed the tasks and forms. The experiment was conducted by
two instructors and one expert in the video game software domain.
The expert provided information about the domain, the Kromaia
DSL, and the SPL used in the experiment. This expert was not the
same person who was responsible for designing the tasks. During
the experiment, one of the instructors gave instructions and man-
aged the focus groups. The other instructor clarified doubts about
the experiment and took notes during the focus group.

3.6 Experimental objects

The tasks of our experiment were extracted from a real-world soft-
ware development, Kromaia, which is a commercial video game
released on PlayStation 4 and Steam. In Kromaia, the models are
interpreted at run-time to create the C++ games’ objects [5]. The
tasks consisted of developing two final bosses of Kromaia from
their behaviour in a gameplay video. The subjects used a graphical
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version of Shooter Definition Modeling Language, which is the DSL
used in Kromaia. In one of the tasks of the experiment, the subjects
used an SPL based on that DSL. A video game software engineer,
involved in the development of Kromaia’s DSL, designed the two
tasks of similar difficulty and prepared the correction templates.
For data collection, we prepared two forms with Microsoft Forms,
one for each experimental sequence, with the following sections:

I Informed consent that subjects must review and accept vol-
untarily. It clearly explains what the experiment consists of
and what will be the treatment of personal data.

II Demographic questionnaire to characterize the sample.

IIT Specific questionnaire to collect the subjects’ responses dur-
ing the experiment (their tasks, their times, and their answers
to the satisfaction questionnaire). This part is different for
each sequence. In one of the sequences, the subjects will
perform the first task using the CaO approach and in the
other sequence, they will perform the first task using the
SPL approach. The second task will be performed with the
approach not used in the first task.

—

The experimental objects used in this experiment (which in-
cludes the training material, the tasks, and the forms used for the
questionnaires), as well as the results and the statistical analysis,
are available at http://svit.usj.es/SPLvsCAO

3.7 Experimental procedure

The experiment was conducted on two different days. On the first
day, the experiment was conducted online with professionals (expe-
rienced subjects). During the online session, all of the participants
joined the same video conference via Microsoft Teams, and the
chat session was used to clarify doubts or share information. On
the second day, the experiment was conducted face-to-face with
the group of students (inexperienced subjects). The experiment,
scheduled for one hour and 45 minutes, was conducted following
the experimental procedure described as follows:

(1) Aninstructor explained the parts of the session, and clarified
to them that it was not a test of their abilities.

(2) The subjects attended a tutorial about the video game bosses
to be developed and about the DSL and the SPL to be used
in the experiment. The time devoted to this tutorial was 10
minutes. The information used was available to the subjects
during the experiment. This information contained the meta-
model, the concrete syntax of SDML (Figure 1), different
examples of models of other video game bosses (such as the
one in Figure 2), and an example of how to use the SPL.
The subjects received clear instructions on where to find the
links to access the forms for the experiment. They were also
told about the structure of these forms and where they could
find information about the DSL and the SPL. The subjects
were randomly divided into two groups (G1 and G2); the
subjects from G1 received the links to access one form and
the subjects from G2 received a link to another form.

(4) The subjects accessed the online form, read and confirmed
having read the information about the experiment, the data
treatment of their personal information, and the voluntary
nature of their participation before accessing the question-
naires and tasks of the experiment.

—
5Y)
=
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(5) The subjects completed a demographic questionnaire.

(6) The subjects performed the first task. The subjects from G1
had to use the CaO approach to develop a boss of the video
game, and the subjects from G2 had to develop the same boss
using the SPL. The subjects using the SPL approach had ac-
cess to an initial model, a set of features, and the specification
of the variability of the boss to be developed, as in the ex-
ample of Figure 3. The subjects using the CaO approach did
not have access to this information. After submitting their
solution, the subjects completed a satisfaction questionnaire
about the approach used for developing.

(7) The subjects performed the second task. The subjects from
G1 developed another boss of the video game using the SPL
approach, and the subjects from G2 developed the same boss
using the CaO approach. Then, the subjects completed the
satisfaction questionnaire.

(8) A focus group interview about the tasks (lasting 10 to 15
minutes) was conducted by one instructor while the other
instructor took notes.

(9) Finally, the tasks were corrected, and a researcher analyzed
the results.

3.8 Analysis procedure

We have chosen the Linear Mixed Model (LMM) [36] for the sta-
tistical data analysis. LMM handles correlated data resulting from
repeated measurements, and it allows us to study the effects of
factors that intervene in a crossover design (period, sequence, or
subject) and the effects of other blocking variables (e.g., in our ex-
periment, professional experience) [35]. In the hypothesis testing,
we applied the Type III test of fixed effects with unstructured re-
peated covariance. Type Il is the default test, which enables LMM
to produce the exact F-values and p-values for each dependent
variable and each fixed factor. The assumption for applying LDA is
the normality of the residuals of the dependent variables. To verify
this normality, we used Kolmogorov-Smirnov tests as well as visual
inspections of the histogram and normal Q-Q plots.

In this study, Development Approach (DA) was defined as a
fixed-repeated factor to identify the differences between using CaO
or SPL, and the subjects were defined as a random factor (1|Subj.)
to reflect the repeated measures design. The dependent variables
(DV) for this test were Correctness and Efficiency, and the three
other variables correspond to Satisfaction: Perceived Ease of Use
(PEOU), Perceived Usefulness (PU), and Intention to Use (ITU).

In order to take into account the potential effects of factors that
intervene in a crossover design in determining the main effect
of Development Approach, we considered Period and Sequence
to be fixed effects. In order to explore the potential effects of the
subject’s experience to determine the variability in the dependent
variables, we also considered in the statistical model the fixed fac-
tors Experience and the sequence Development Approach and
Experience.

We tested different statistical models in order to find out which
factors, in addition to Development Approach, could best explain
the changes in the dependent variables. Some of these statistical
models are described mathematically in formula 1. The starting
statistical model (Model 0) reflects the main factor used in this
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experiment, Development Approach. We also tested other sta-
tistical models (e.g., model 1, 2, 3, or 4) that included other fixed
factors (experience, period, or sequence) that could have effects on
the dependent variables.

(Model 0) DV ~ DA+ (1|Subj.)

(Model 1) DV ~ DA+ Experience + (1| Subj.)

(Model 2) DV ~ DA + Experience + DA * Experience + (1| Subj.)

(Model 3) DV ~ DA+ Experience + Period + (1| Subj.)

(Model 4) DV ~ DA + Sequence + Period + (1| Subj.)

®

The statistical model fit of the tested models was evaluated based
on goodness of fit measures such as Akaike’s information criterion
(AIC) and Schwarz’s Bayesian Information Criterion (BIC). The
model with the smallest AIC or BIC is considered to be the best
fitting model [13, 17]. The assumption for applying LMM is the
normality of the residuals of the dependent variables. In the analysis,
we only consider statistical models verifying this assumption. To
verify this normality, we used Kolmogorov-Smirnov tests as well
as visual inspections of the histogram and normal Q-Q plots. To
describe the changes in each dependent variable, we selected the
statistical model that satisfied the normality of residuals and also
obtained the smallest AIC or BIC value.

To quantify the differences in the dependent variables due to sig-
nificant fixed factors, we calculated the Cohen d value [8] between
the alternatives of these factors. Values of Cohen d between 0.2
and 0.3 indicate a small effect, values around 0.5 indicate a medium
effect, and values greater than 0.8 indicate a large effect. We selected
histograms and box plots to graphically describe the data and the
results.

4 RESULTS

The subjects filled out a demographic questionnaire that was used
for characterizing the sample. Table 1 shows the number of subjects
in the experiment, divided by experience, the mean and standard
deviation of age, hours per day developing software (Developing
time), and hours per day working with models (Modeling time). A
5-point Likert-scale was used for the self-assessment of the subjects’
knowledge of programming languages (Programming knowledge),
and modeling languages (Modeling Knowledge). The mean and
standard deviation of their answers are also shown in Table 1.

Table 1: Results of the demographic questionnaire

Number of Age Developing Modeling Programming Modeling

subjects pxo timeto time+o knowledge+o knowledgeto
All subjects 28 258474 3.4£25 0.8+1 3+1.3 2.6£1.6
Experienced 13 30.7+8.4 4.5+2.6 1.2+1.2 3.8+1.3 3.5+1.4
Inexperienced 15 21513  2.4+2 0.5+0.6 2.3+0.7 1.7£1.2

4.1 Changes in the dependent variables

There were differences in the means and standard deviations of
all of the dependent variables depending on which Development
Approach was used to create a boss of a video game. However,
the differences in Effectiveness and Satisfaction are very small. Ta-
ble 2 shows the values for the mean and standard deviation of
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Table 2: Values for the mean and standard deviation (1 + o) of the dependent variables for the factor Development Approach in
each alternative of the fixed factors

Development Experience Period Sequence

Approach Experienced | Inexperienced Task 1 Task 2 G1 Cao-SPL | G2 SPL-CaO
Correctness
CaO 51.87+£16.64 60.15+12.43 44.7+16.82 50.87+18.39 | 53.03%£15.02 || 50.87+18.39 | 53.03+15.02
SPL 64.13+29.96 76.48+22.98 53.43+31.84 69.66+21.88 | 59.34+35.6 59.34+35.6 | 69.66+21.88
Efficiency
CaO 3.41+2.09 3.67+1.57 3.19+2.49 2.47+1.37 4.5+2.29 4.5+2.29 4.5+2.29
SPL 3.29+1.8 3.91+1.83 2.76x1.64 3.27+£1.34 3.31£2.16 3.27+£1.34 3.27+1.34
PEOU
CaO 3.54+0.88 3.85+0.97 3.28+0.73 3.72+0.67 3.33£1.07 3.72+0.67 3.33£1.07
SPL 3.78+1.05 3.92+1.2 3.67+0.93 4.27+0.63 3.37+1.18 3.37+1.18 4.27x0.63
PU
CaO 3.8+0.74 4.18+0.71 3.5%0.7 3.93+0.72 3.7+0.82 3.89+0.69 3.7+0.82
SPL 3.7+0.9 3.91+1.01 3.48+0.62 3.89+0.69 3.47%0.96 3.47+0.96 3.97+0.78
ITU
CaO 3.3+1.14 3.92+0.89 2.77£1.08 3.66+1.11 3.08+0.95 3.5+£1.28 3.08+0.95
SPL 3.27+1.26 3.65+1.23 2.93+1.22 3.5+£1.28 2.77€1.33 2.77£1.33 3.85+0.9

the dependent variables Correction, Efficiency, Perceived Ease of
Use (PEOU), Perceived Usefulness (PU), and Intention to Use (ITU)
for each one of the Development Approaches compared: CaO
and SPL, and for each one of the alternatives of the fixed factors
considered in the statistical analysis: Experience, with two alter-
natives (Experienced and Inexperienced subjects); for Period with
two alternatives, each one associated with one of the tasks (Task
1, and Task 2), and Sequence, whose two alternatives reflect the
order in which subjects have used the development approaches,
(G1: CaO-SPL, G2: SPL-CaO).

To quantify the differences in the dependent variables due to
each factor, we analyzed the Cohen d values. Table 3 shows the
Cohen d values of the dependent variables for all of the fixed factors
considered in the statistical analysis. Values indicating medium or
high variation due to the factor are highlighted in bold, and those
corresponding to significant differences according to the hypothesis
tests are shaded in grey. Positive values indicate differences in
favor of the first alternative of the factors and negative values
indicate differences in favor of the second alternative of the factor.
According to the Cohen d values of the dependent variables for
Development Approach (first column of Table 3), we can affirm
that the effect size of the factor Development Approach in favor
of SPL for Correctness was medium, with a Cohen d value of -0.516,
and small for Perceived Ease of Use, with a Cohen d value of -0.251.
However, the effect of Development Approach on Efficiency,
Perceived Usefulness, and Intention to Use is negligible with Cohen d
values of less than 2 in favor of CaO. Table 3 also shows the Cohen
d values of the dependent variables for the rest of the fixed factors
considered in the statistical analysis. These values indicate that
the factor Experience has large effects on Correctness, Perceived
Usefulness, and Intention to Use in favor of experienced subjects.
The factor Period has medium effects on Efficiency, Perceived Ease

of Use, and Intention to Use. The subjects were more efficient in the
second task, and Perceived Ease of Use and Intention to Use were
better valued in the first task. The factor Sequence has a small
effect on all dependent variables, except for Efficiency, for which
the effect of sequence is medium. Subjects who started using SPL
in the first task performed better on both tasks than subjects who
started with CaO.

Table 3: Cohen d values for the independent variables for
each fixed factor.

Development Experience Period Sequence
Approach  (Experienced/ (Task 1/ (G1(CaO-SPL)/
(CaO/SPL)  Inexperienced) Task 2) /G2(SPL-CaO))
Correctness -0.506 0.843 0.127 -0.254
Efficiency 0.062 0.433 -0.544 -0.529
PEOU -0.251 0.428 0.675 -0.265
PU 0.119 0.684 0.441 -0.186
ITU 0.030 0.853 0.658 -0.279

The Cohen d values are related to the percentage of non-overlap
between the distributions of the dependent variables for each fixed
factor. Higher values correspond with greater percentages of non-
overlap and larger differences. The histograms in Figure 4 illustrate
the differences in Correctness depending on the factor Develop-
ment Approach. In the histograms, the non-overlapping parts
have a single pattern (either dots or shaded), while the overlapping
parts have both patterns (dots and shaded). The non-overlapping
parts for Correctness are around 20%, which corresponds to a medium
effect size. The box plots of Figure 4 corresponding to all sub-
jects show the differences in Correctness due to Development
Approach. The median of Correctness is 20% higher for SPL than
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for CaO, but also the dispersion increases when subjects use the SPL
approach. The box plots of Figure 4 corresponding to experienced
and inexperienced subjects, show the differences in Correctness
due to the Experience and Development Approach. Both expe-
rienced and inexperienced subjects develop more correct models
when using SPL instead of CaO. However, regardless of the devel-
opment approach used, models developed by experienced subjects
were more correct than those developed by inexperienced subjects.
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Figure 4: Histograms with normal distributions and box plots
for Correctness

Figure 5 illustrates the differences in Efficiency depending on
the factor Development Approach. The non-overlapping parts
for Efficiency are less than 3%, which corresponds to a negligible
effect between the use of CaO or SPL. The box plots of Figure 5
corresponding to all subjects show negligible differences in Effi-
ciency due to Development Approach. The box plots of Figure 5
corresponding to the alternatives of Period (Task 1 and Task 2)
show the differences in Efficiency due to Development Approach
and Period. The subjects were more efficient in Task 2 than in
Task 1, mainly when using the CaO development approach. For the
dependent variables related to Satisfaction (PEOU, PU, and ITU) the
representation of the differences due to Development approach
would be more similar to that shown for Efficiency than that shown
for Correction. Differences due to Experience in PU and ITU, in
favor of experienced subjects, would be represented with boxplots
like those shown for Correction. Boxplots equivalent to the latter
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would also illustrate the differences in favor of Task 1 due to Period
in PEOU and ITU.

EFFICIENCY Legend:
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Figure 5: Histograms with normal distributions and box plots
for Efficiency

The Linear Mixed Model used to study the statistical significance
of the changes in the dependent variables Correction and Efficiency,
was the one given by formula 2:

DV ~ DA + Experience + Period + Sequence+
DA x Experience + Experience * Period+ (2)
Experience * Sequence + (1| Subj.)

To study the statistical significance of the changes in Satisfaction
(PEOU, PU, and ITU) the statistical model chosen was the one given
by formula 3.

DV ~ DA + Experience + Period + DA * Experience+
DA # Period + Experience x Period + (1| Subj.)

Models such as those in formula 1, and others LMM tested, did not
verify the normality of the residuals or obtained higher values for
the AIC and BIC fit statistics than those obtained by the selected
models. The factors and combinations of factors that are part of
formulas 2 and 3 explain the changes in the dependent variables;
however, according to the hypothesis test results, not all the changes
in the dependent variables due to these factors are significant. Table
4 shows the results of the Type III fixed effects test for each of
the dependent variables and for each fixed factor of the statistical
model used in each case. Values indicating significant differences
are shaded in grey.
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Table 4: Results of Type III test of fixed effects for each variable and factor. NA=Not Applicable

ADp (:Ire(}:f:l(g:) EXIZE:;:)H ce Period Sequence DA*Experience DA*Period Exp*Period  Exp*Sequence
Correctness F=5.448;p=0.028 F=8.531;p=0.007 F=0.574;p=0.456 F=0.737;p=0.399 F=0.501;p=0.486 NA F=0.031;p=0.863 = F=4.34;p=0.048
Efficiency F=0.177;p=0.678  F=1.932;p=0.177  F=6.379:p=0.019  F=2.908;p=0.101 F=0.754;p=0.394 NA F=0.37;p=0.549  F=0.632;p=0.435
PEOU F=1.735;p=0.192 F=2.257;p=0.145 = F=9.111;p=0.004 NA F=0.572;p=0.452 F=0.885;p=0.356 F=0.216;p=0.643 NA
PU F=0.17;p=0.684 F=6.139;p=0.02 F=3.026;p=0.095 NA F=0.565;p=0.46 F=0.514;p=0.48 F=0.111;p=0.742 NA
ITU F=0;p=0.993 F=11.899;p=0.002 F=6.293;p=0.019 NA F=0.515;p=0.48  F=1.493;p=0.233 F=0;p=0.986 NA

For Correctness, the factor Development Approach obtained a
p-value of less than 0.05. Therefore, our first null hypothesis is re-
jected. Thus, the answer to RQ1 is affirmative. The Development
Approach used for creating a boss in a video game has a significant
impact on Correctness. The results of the hypothesis tests confirm
the statistical significance of the differences observed between the
descriptive statistics and the graphical representations. The models
made with SPL are more correct than those made with CaO. In
Addition, the factor Experience, and the combination of Experi-
ence and Sequence were considered to be statistically significant
to explain the changes in Correctness. The effect of Experience in
Correctness is large in favor of experienced subjects. Experienced
subjects obtain more correct models than inexperienced subjects,
both when using CaO and when using SPL. The descriptive statistics
for the alternatives for the combination of the factors Experience
and Sequence: Experienced-G1 (u = 71.87; ¢ = 20.52), Experienced-
G2 (64.17p; 0 = 19.22), Inexperienced-G2 (u = 49.064; 0 = 25.50),
and Inexperienced-G1 (u = 40.44; 0 = 26.04) indicate large differ-
ences between experienced and inexperienced subjects whose first
exercise was developed using CaO (Group 1). Experienced subjects
in Group 1 obtain the best results in correctness considering both
tasks (CaO and SPL), while inexperienced subjects in this group
perform the least correct models, also in both tasks.

For Efficiency, the factor Development Approach obtained a
p-value greater than 0.05. Therefore, we can not reject the sec-
ond null hypothesis and the answer to the research question RQ2
is negative. The Development Approach used does not have a
significant impact on Efficiency. Subjects spend more time devel-
oping when using SPL (¢ = 20.6 minutes; o = 5.72) instead of CaO
(¢ = 18.43minutes; o = 7.33), which counteracts the positive effect
of the use of SPL on Correctness. On the other hand, Period has a
significant impact on Efficiency. Subjects are more efficient in the
second task, which could indicate a learning effect.

For the dependent variables related to Satisfaction, the factor De-
velopment Approach obtained p-values greater than 0.05. There-
fore, we can not reject the third null hypothesis and the answer
to research question RQ3 is negative. Development Approach
does not have a significant impact on the satisfaction of subjects
when developing a video game boss from a video game. However,
there are significant changes in Perceived Ease of Use due to Period.
Subjects perceive the development approach used in the first task,
regardless of which one (CaO or SPL), as easier to use than the
development approach used in the second task. Also, Intention to
Use achieves higher values in the first task than in the second. In
addition, the factor Experience has significant and large effects on
satisfaction: experienced subjects score higher than inexperienced

subjects on Perceived Usefulness and Intention to Use for either of
the two approaches used in the experiment.

5 DISCUSSION

As recorded over the last two decades by the Software Engineering
Institute of the Carnegie Mellon University?, SPLs can multiply
productivity by a factor of 10, reduce costs up to 60% and labor
needs up to 87%, and reduce the time-to-market of new software
variants up to 98%. These benefits have been used repeatedly for
years to show the attractiveness of the SPLs for Classic Software
Engineering (CSE).

However, our results in the video game domain do not show
significant differences in efficiency when using the SPL. Existing
differences between CSE and Game Software Engineering (GSE)
(e.g., working on different kinds of artifacts or how they perceive the
development process of their projects) may mean that the efficiency
is not the key selling point of SPLs for GSE. To better understand the
experiment results, we carried out a focus group with the subjects.
The focus group had open questions, such as: What development
approach did you like the most and for what would you use each of
them?, Has the mental process or steps you followed to create the boss
been the same with both approaches?.

The focus group revealed that, regardless of whether the subjects
used CaO or SPL, where they spent more time was evaluating in ex-
ecution if what they were understanding was the boss they wanted
to develop. Subjects stated that they needed to constantly check the
video game in real-time to understand what they had to develop.
The efficiency benefits of the SPL were not significant because the
greatest effort belonged to the part of constantly checking the video
game in real-time and this point is common to both CaO and SPL.
Most of the subjects acknowledge that the SPL did not accelerate
video game development.

Despite the above, most of the subjects observed benefits in
SPL for video games. Specifically, most of the subjects mentioned
that the SPL was very relevant to create new content for video
games. As they explained, creating content is critical for video
game development. Video game worlds may need a large amount
of content to populate them (e.g., non-player characters or items
such as weapons or power-ups). Furthermore, it is common that,
once the video game is launched, it is kept alive through updates
that are known as Downloadable Content (also called DLCs).

The subjects reported that thinking in terms of SPL features
helped them to think of new content for the video game. The sub-
jects valued positively that by combining the features following

2 Available through their online library collection: https://resources.sei.cmu.edu/
library/asset-view.cfm?assetid=513819
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the rules of the variability specification they obtained new con-
tent. This new content was indeed different but similar to what
already existed in the video game, however, the subjects affirmed
that this type of content was relevant to developing video games.
The subjects imagine that this new content derived from assem-
bling features can be useful as variants of what was already used
in the video game to avoid repetition; it could also be used to fill in
secondary parts of the game that were more sparsely populated; or
even as a source of inspiration to create completely new content.

In the video game research community, content generation for
video games is a hot topic. Many surveys [16, 23, 32, 34] talk about
how to automate (completely or partially) the content generation.
Specifically, the automation of content generation is known as
Procedural Content Generation (PCG) [2] and uses the most popular
Computational Intelligence techniques today (such as machine
learning and search-based). However, the SPLs do not appear in any
of those surveys. This suggests that the use of SPLs to generate video
games content is neglected by the video game research community
and may be an opportunity to explore in the future.

Moreover, we suggest that SPLs need not be viewed solely as an
alternative to the current PCG techniques, SPLs can be an ally when
combined with PCG techniques. One of the subjects highlighted
that the strength of SPL compared to CaO was that in SPL only
10 decisions were needed, while in CaO he had to make between
50 and 100 decisions. This reduced search space of SPLs may be
more favorable for the machine learning techniques used in PCG
to extract patterns or for the search-based techniques used in PCG
to explore the search space.

Finally, a group of subjects reported that the SPL may be relevant
to help to balance the difficulty of video games. Balancing the
difficulty of video games is one of the main problems of video game
development. The video game cannot be too difficult because the
players would get frustrated, but it cannot be too easy because the
players would lose interest. The subjects thought about how the
features could be augmented to include the idea of difficulty in
order to derive variants of the same content with different degrees
of difficulty.

6 THREATS TO VALIDITY

To describe the threats to validity of our work, we use the classifi-
cation of Wohlin et al. [37]:

Conclusion validity is achieved when there is a statistical
relationship, with a certain significance, between the treatment and
the results. The low statistical power was minimized because the
confidence interval is 95%. To minimize the fishing and the error
rate threat, the statistical analysis has been done by a researcher
who did not participate in the task design or in the correction
process. The Reliability of measures threat was mitigated because
the objective measurements were obtained from the digital artifacts
generated by the subjects when they performed the tasks. The
reliability of treatment implementation threat was alleviated because
the procedure was identical in the two sessions. Also, the tasks were
designed with similar difficulty.

Internal validity is achieved when the observed relationships
between treatment and outcome are causal relationships and these
relationships are not the result of a factor over which we have no
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control or we have not measured. To avoid the instrumentation
threat, we conducted a pilot study to verify the design and the
instrumentation. The interactions with selection threat affected the
experiment because there were subjects who had different levels of
experience. In addition, the subjects had different levels of modeling
language knowledge and different levels of knowledge of the video
game domain. To mitigate this threat, the treatment was applied
randomly. The interactions with selection threat also affected the
experiment because of the voluntary nature of participation. To
avoid student demotivation, we selected students from a course
whose contents fit the design of the experiment.

Construct validity is achieved when the measures actually rep-
resent what is being investigated based on the research questions.
Mono-method bias occurs due to the use of a single type of mea-
sure [27]. To mitigate this threat to the correctness and efficiency
measurements, we mechanized these measurements as much as
possible by means of correction templates. We mitigated the threat
to satisfaction by using a widely applied model (TAM) [10]. The
hypothesis guessing threat appears when the subject thinks about
the objective and the results of the experiment. To mitigate this
threat, we did not explain the research questions to the subjects.
The evaluation apprehension threat appears when the subjects are
afraid of being evaluated. To weaken this threat, at the beginning
of the experiment, the instructor explained to the subjects that
the experiment was not a test of their abilities, and in the case of
students, that neither participation nor results would affect their
grades in the subject. Author bias occurs when the people involved
in the process of creating the experiment artifacts subjectively in-
fluence the results. In order to mitigate this threat, the tasks were
extracted from a commercial video game and were designed by the
same instructors with similar difficulty for the two tasks. Finally,
the mono-operation bias threat occurs when the treatments depend
on a single operationalization. The experiment was affected by this
threat since we worked with a specific DSL.

External validity is achieved when the results can be gener-
alized outside the settings of the experiment. The interaction of
selection and treatment threat is an effect of having a subject that
is not representative of the population that we want to generalize.
The participation of students rather than software engineers is not
a major issue as long as the research questions are not specifically
focused on experienced developers [18], as is the case in this ex-
periment. In addition, the experience factor has been taken into
account in the data analysis. The domain threat occurs because the
experiment has been conducted in a specific domain, video game,
and for a very specific type of task, i.e., to develop a video game
boss from Kromaia. We think that the generalizability of findings
should be undertaken with caution. Other experiments in different
games should be performed to validate our findings.

7 RELATED WORK

We summarize related works taking into account the area of the
Software Product Lines applied to the video game domain.

Lima et al. [20, 22] present two works about Product Line Archi-
tecture (PLA) recovery. In [22], they applied their previous proposed
approach and guidelines [21] to create the PLA of the Apo-Games
project [19]. They used a set of cloned Java and Android projects
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as input for recovering architectural information. They created a
set of UML diagrams and Design Structure Matrices (DSMs) that
described the PLA core elements and the variability at the architec-
tural level. Similarly, in [20], they developed an automatic approach
for the identification of the minimum subset of cross-product archi-
tectural information for an effective PLA recovery. They proposed
the improvement of the recovered PLA by combining threshold
analysis with the elimination of outliers and metrics analysis.

Boaventura and Sarinho [6] present Minimal Engine for Digital
Games (MEnDiGa). MEnDiGa is a collection of game assets to create
small video games. They develop minimal features, which are game
logic features, that are related in a hierarchy. In addition, MEnDiGa
has modules to represent, interpret, and adapt game features for
functionality in multiple game platforms. To evaluate their work,
they develop a clone of Doodle Jump and then compare the original
with the clone. The results are that the core of game elements with
MEnDiGa can be independent, reusable, and large-scale way.

Moreira et al. [26] provide and analyze empirical data of the
extraction processes of two open-source case studies, namely Ar-
goUML and Phaser. Phaser * is an open-source 2D game framework
for Web browsers. Their results show that there is a great difference
between the re-engineering process of ArgoUML-SPL and Phaser.
However, even though only a few developers were in charge of
the re-engineering process, common problems were found in both
cases, related to lack of tools that led to incomplete and inconsistent
feature extractions, complexity on managing feature dependencies
when using compositional approach, and issues of not having a
variability model to deal with feature constraints.

Similarly, Martinez et al. [24] report an experience on the creation
of an SPL by re-engineering system variants implemented around
an educational game called Robocode. They discuss their results
from different perspectives such as educational value, participants
gained hands-on practice in implementing systematic reuse so they
can respond to more advanced software engineering challenges
in implementing families of systems, the extractive process, the
process followed by the participants to implement a feature (select,
analyse, implement and/or adapt, test and debug), and the analysis
of the time and effort, around half of their time was spent in the
feature implementation part.

Debbiche et al. [11] analyze the Apo-Games to identify reusable
code or artifacts. They analyze 5 Java games and migrated 3 of these
into a composition-based software product line implemented with
FeatureHouse [1]. In addition, they present their lessons learned:
many changes are required to enable composition which makes ex-
tracting a composition-based software product line challenging and
time-consuming, they recommend making sure that the software
product line is always testable to ensure the correct transformation
to code, and incrementally adopting new features facilitates the
extraction, as various artifacts need updates and must be tested.

Sierra et al. [30] present a comparison between two video game
engines: unity and P5, in order to select the most appropriate option
to implement the SPL core assets. Their comparison considers the
performance, learning curve, and license terms of both engines as
additional criteria to decide which engine to use. They use an SPL of
video games that support oral and written rehabilitation therapies
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in children with hearing impairments. Through their comparison,
they verify that using P5 streamlines the development and the
generation times. They proved that the SPL paradigm and the reuse
concept can be applicable, not only for classic software but also in
the development of serious games.

Castro and Werner [7] present a prototype of a game that was
developed by applying a software product line to generate mods
systematically. A mod is a new version of a game that has been
created by applying modifications or adaptations to an existing
game. The prototype created makes use of the idea of dynamic
product lines applied to mods. The prototype created demonstrates
the possibility of automating the process, having a product line
where the original game is the core of the game’s functionalities.
In future work, they intend to evaluate the game with experts to
validate the idea of creating mods using software product lines.

The above works apply software product line approaches in the
video game domain. However, these works do not evaluate whether
the benefits that produce the use of software product lines in classic
software engineering apply in game software engineering. In this
work, we evaluate the SPL with a commercial video game and with
subjects linked to the development of video games. To the best of
our knowledge, this is the first work that empirically evaluates the
application of a software product line in game software engineering.

After analyzing these works, we realized that there is a lack
of empirical studies comparing SPLs and CaO. We were able to
find a paper that performed this comparison [14]. They compare
the performances of software engineers in the software products
development process using SPL and CaO in an industrial context.
Their results achieve better values for effectiveness, efficiency, and
satisfaction with the SPL approach. In contrast to our work, they are
focused on Classic Software Engineering (CSE) and do not address
Game Software Engineering (GSE).

8 CONCLUSION

In this paper, we present an experiment that evaluates whether the
adoption of an SPL in GSE can generate the same benefits as in CSE
[14]. In our experiment, we compare two development approaches,
CaO and SPL. A total of 28 subjects performed the experiment tasks
developing two final bosses of the case study, Kromaia.

We evaluate the effects of the usage of the two development
approaches in terms of correctness, efficiency, and satisfaction. The
results show that the bosses developed with the SPL are more
correct than the bosses developed with CaO. However, there are
not-significant changes in efficiency or satisfaction. It turns out
that SPLs in game software engineering may play a different role
than they have for decades in classic software engineering.

Our results reveal that SPLs in GSE can be relevant to generating
new video game content (a hot topic in the video game research
community) and to balancing the video game difficulty (a seminal
problem of video games). Therefore, we hope that this work en-
courages further research and new research directions for SPLs in
GSE.
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