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ABSTRACT
Game Software Engineering addresses the software part of creating
video games, with game engines like Unity serving as foundational
tools for development. A major challenge in game development is
creating new content, resulting in the exploration of Procedural
Content Generation techniques. However, these techniques often
lack formalized variability, hindering the transition to a Software
Product Line paradigm. This paper presents Phylogenix, a Unity
plugin that leverages phylogenetic analysis for a family of video
game content where variability is not formalized. The resulting
phylogenetic tree has potential to understand the variability and
even release latent family members. A video of the tool is available
at https://youtu.be/TxaQxGXrtqI

CCS CONCEPTS
• Software and its engineering → Software product lines;
Software reverse engineering.
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1 INTRODUCTION
The video games industry has become the largest entertainment
sector, surpassing in revenue music and cinema together [23]. More-
over, half of the software developers in the world are involved in
video game development [31]. Video games are complex pieces of
software that combine artistic and technical components to deliver
a "fun" experience for players. Game Software Engineering (GSE)
has emerged to address those particularities [1, 11].

Game engines are the main tool used by the industry to create
video games. A game engine is a development environment that
includes the foundations for any game (e.g. graphics and physics
of the game) as reusable components. They also include a set of
tools that help the developer to accelerate the development, and
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reduce duplication of code and effort [23]. Unity engine1 is one of
the most used game engines in the industry.

One of the bottlenecks in video game development is the creation
of new content and many works from the GSE community propose
Procedural Content Generation (PCG) techniques [15, 28]. However,
those techniques produce variants of existing products, without
formalizing variability among the family, and thus they do not
promote the shift to a Software Product Line (SPL) paradigm.

Recently, Chueca et al. [9] applied the concept of phylogenetics
from biology to the industry of video games to generate new content
from an existing family. They introduced that phylogenetics can
also be used as a form of Domain Analysis [22], which can serve as
a first step towards formalization of the variability. Phylogenetic
analysis results in a tree that offers an ordered and structured
classification of the family of products analyzed.

In this work, we present Phylogenix, a tool developed for the
Unity engine that enables game developers to analyze existing con-
tent using phylogenetics. To this end, Phylogenix analyzes and
compares, pair by pair, all the elements of the given game, to gen-
erate a tree representation of the content family.

The rest of the paper is structured as follows. Section 2 presents
the basics of phylogenetics in biology. Section 3 presents game
engines and particularities of Unity engine. Section 4 presents how
Phylogenix applies phylogenetics to any video game developed
in Unity. Section 5 presents four case studies in which we have
validated our tool. Section 6 presents the related work. Section 7
concludes the paper.

2 PHYLOGENETICS
In biology, authors refer to phylogenetics as the study of phy-
logenetic relationships, and their representations (phylogenetic
trees), to clarify evolutionary phenomena [17]. The relationship
studies concern different species or groups of individuals of the
same species, which are referred to as taxa. Each taxon has a genome
that describes the state of each of the characters of the individual,
meaning each of the traits or features that distinguish one taxon
from another [3]. To elucidate these relationships, it is necessary
to measure the difference among the taxa: their genetic distance.
To this end, each pair of taxa is compared using a Genetic Distance
Matrix, a square matrix that represents the genetic distance among
taxa [30]. Finally, inference techniques are applied, using the ge-
netic distance matrix as input, to produce a phylogenetic tree [3].
This phylogenetic tree allows researchers to study the relationships
in the set of taxa, according to genetics.

Charles Darwin claimed that life is the product of descent from
common ancestors and, to communicate that idea, Darwin intro-
duced the metaphor of the tree of life [12]. From that analogy, Baum

1https://unity.com/
1
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et al. [4], initiated the Tree-Thinking movement, with the affirma-
tion that anyone, even without knowledge about phylogenetics
or biology, could interpret trees and use them for organizing and
classifying knowledge. From that, the most common representation
for the results of a phylogenetic inference process is a phylogenetic
tree, also known as phylogram. It is an undirected graph represen-
tation with nodes (representing taxa) and links (representing the
ancestry among taxa). It does not only represent the relationships
but also the difference among the taxa using the edges’ length [21].

There are multiple representations in which a phylogram can be
presented. The most common types are rectangular and circular.
The bottom part of Figure 1 shows an example of each type.

3 UNITY ENGINE
Game development comprises a set of complex processes that re-
quire the effort of heterogeneous teams. These processes include
tasks like creating the story, developing behaviors, or designing the
characters and scenarios where the game will take place.

Every element in the game is considered a GameObject (GO).
For example, in a shooter game (i.e. a video game where the player
must shoot at multiple enemies), the development team will need to
create different types of GOs to represent weapons, enemies, ammo,
and war scenarios. GOs are the main building block in Unity, and
enable developers to populate the game easily including both logical
(e.g. how the bullet behaves moving across the scenario) and visual
elements (e.g. the appearance of the bullet). Moreover, GOs are
composed of different types of components, such as Transforms,
Colliders, Meshes, or MonoBehaviours. For example, a GO can
have multiple MonoBehaviours (each MonoBehaviour associates a
script to the GO), and those MonoBehaviours can coincide between
different GOs, or can be specific of a single GO. In addition, multiple
copies of each GO could be needed (e.g. many bullets when shooting,
or many enemies to shoot at).

To reduce the complexity of the creation of GOs, game engines
provide mechanisms like Unity Prefabs, that enable the creation of
collections of reusable, configurable, and modular GOs [27]. Prefabs
are templates for GOs; making an analogy, a Prefab could be consid-
ered like a class. Using a class we can create multiple instances, and
using a Prefab we can create multiple GO instances. Continuing
with the example of the shooter game, we will have a Prefab of
a bullet that will be instantiated every time the player pulls the
trigger of their weapon.

4 PHYLOGENETICS IN UNITY
Phylogenix enables developers to analyze Prefabs and generate a
phylogenetic tree of any video game developed in Unity. Figure 1
shows the flow of such phylogenetic analysis of Prefabs.

First, as shown in Figure 1, Prefabs of the game are analyzed,
searching for the components used in the project. In the Prefabs
of the figure we have Transform, Collider, Mesh, MonoBehaviour
1, MonoBehaviour 2, and MonoBehaviour 3. After that analysis, a
sequence of 1s and 0s is generated for each of the Prefabs, indicating
the presence or absence of components. That sequence represents
the genome of the Prefab.

Second, the genetic distance between each pair of Prefabs is cal-
culated to generate a distance matrix. Phylogenix, uses Manhattan

Figure 1: Representation of a phylogenetic analysis flow of a
set of Prefabs

Distance, as it fits the characteristics of our encoding (same length
in genomes), and enables to count the genes that are different in
each genome [16]. With all of the distances, a distance matrix is
generated, as shown in Figure 1.

Third, the Neighbor-Joinning Method is applied as inference
technique to produce, from the distance matrix, the relationships
of a phylogenetic tree. This inference method is widely used in
biology [25].

Finally, as can be seen in Figure 1, a phylogenetic tree is generated
according to the results obtained in the previous step.

Our tool, Phylogenix, is composed of two different parts: a Unity
plugin, which analyzes Prefabs, realizes the phylogenetic inference,
and generates the tree; and a web-based viewer that enables devel-
opers to visualize and explore the tree and export it as an image
using the most common phylogenetic tree representations. The
Unity plugin has been developed in C#, and it is distributed as a
Unity package. It can analyze any Unity video game project. Figure 2
shows the main view of Phylogenix.

2
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Figure 2: Phylogenix’ panel included in the plugin

Table 1: Characteristics of case studies

Num. Prefabs Project size Execution time

VTM 84 3,6 GB 1 minute
Grabitoons! 158 6,5 GB 2 minutes
Neon Hat 1319 11 GB 6 minutes
Toy Tactics 2036 134 GB 25 minutes

5 CASE STUDIES
We have validated our tool in a set of four commercial video games:

• Vampire: The Masquerade (VTM)2: It is a Computer
Role-Playing Game in which the player rolls the dice, and
takes decisions to control the story of the main character:
a human with vampire powers.

• Toy Tactics3: Developed by Kraken Empire, Toy Tactics is
a Real Time Strategy in which the player places their toys
in the arena trying to defeat their enemies.

• Neon Hat4: It is a game designed to be played in virtual re-
ality (VR) for PlayStation 4. Entalto Games created a world
full of neon, where you must dodge and shoot, compet-
ing against others in global leaderboards. Neon Hat was
awarded as Best game in VR of 2021 in the DeVuego Awards.

• Grabitoons!5: It is a physics-based galactic party game for
up to four players, in which you must compete with your
friends and beat them over the head.

Table 1 presents the characteristics of the games analyzed as case
studies, and the time taken by Phylogenix to analyze each project.

Figure 3 shows the phylogenetic tree resultant of analyzing the
Unity project of Grabitoons!. This phylogenetic tree shows a struc-
tured view of all of the Prefabs of the game, according to the genetic
relations among them. For example, as can be seen in the zoomed
zone, all Canvas Prefabs are in the same branch of the tree.

Additionally, this tree can be considered as a first step in the for-
malization of the variability process, as it provides an ordered and
2https://store.steampowered.com/app/1926120/Vampire_The_Masquerade__
Heartless_Lullaby/
3https://store.steampowered.com/app/1772530/Toy_Tactics/
4https://store.steampowered.com/app/1908640/NeonHAT/
5https://store.steampowered.com/app/2208820/Grabitoons/

Figure 3: Phylogenetic tree from Grabitoons! video game

structured view of the Prefabs of the game. Also, it has been demon-
strated that this tree can be relevant for latent content generation
in a family of products [9].

6 RELATEDWORK
There are many different tools for Unity game engine focused on
animations, intelligent systems, or simulation and visualization of
terrains, environments, and systems [7, 13, 20, 26]. However, our
focus is to analyze variability using phylogenetics.

Some other efforts in the literature apply SPLs to video games.
Trasobares et al. [29] evaluated the benefits of SPLs, and Chueca
et al. [10] compared SPL vs. Clone and Own in GSE. Castro and
Werner [8] present a prototype of a game that was developed by
applying a dynamic SPL to generate game modifications systemati-
cally. Lima et al. [18] present a work about Product Line Architec-
ture recovery. Debbiche et al. [14] analyzed five Java games, and
migrated three of these into a composition-based SPL implemented
with FeatureHouse [2].

Focused on PCG, Preuss et al. [24] examine the interplay be-
tween quality and diversity in PCG for game development. Melotti
et al. [19] introduce and implement the Deluged Novelty Search

3
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Local Competition algorithm (D-NSLC), which utilizes morpholog-
ical niches to promote solution diversity in PCG for a game. Blasco
et al. [5, 6] explored the application of Search-Based Software En-
gineering (SBSE) for content generation, using an evolutionary
algorithm steered by simulations that incorporate the generated
content. Neither of the works above-mentioned use phylogenetic
inference for PCG as we are promoting with our tool.

Finally, Chueca et al. introduced in [9] a new approach for gen-
erating content for video games. They represent the relationships
among the products of a family (Non-Playable Characters of a game)
in a single tree. Developers use this information as a seed to create
new Latent Content. However, our work presents a generic tool
that can be applied to any video game project developed within the
Unity game engine.

7 CONCLUSIONS
Phylogenix is an approach to introduce phylogenetics to GSE in
Unity, providing developers with a tool that can be integrated in
the environment in which their games are developed.

The tool analyzes the Prefabs of a video game project, performing
a phylogenetic inference process, and generating a tree representa-
tion with the relationships extracted from the inference.

Moreover, the resulting tree can be used for generating new con-
tent, or as a first classification in the process of software variability
formalization.

Future work is focused on uploading the plugin to the Unity
Asset Store to make it available to anyone. We also aim to provide
the tool with more phylogenetic inference methods used in biology.
Improving the visualizer of the trees is planned too.
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A APPENDIX: PHYLOGENIX
DEMONSTRATION

In this demonstration, the presenter introduces our tool Phylogenix,
a Unity plugin to perform the phylogenetic analysis for a family of
video game content where variability is not formalized. To contex-
tualize the audience, the presenter explains that the video games
industry has become the largest entertainment sector and that half
of the software developers in the world are involved in the creation
of video games. After that, the presenter introduces Game Software
Engineering (GSE), as a recently emerged paradigm to address the
complexity of software in the video games industry.

Next, game engines are presented, explaining their foundations
and main characteristics. Unity engine is introduced as one of
the most used game engines in the industry, and the concept of
GameObject and Prefab are presented too. A simple example illus-
trates these concepts.

Later, the presenter explains that the creation of new content
is one of the bottlenecks of video games industry. The presenter
also introduces that some works from GSE community propose
Procedural Content Generation techniques, but without formalizing
the variability among the family. Moreover, the presenter introduces
a recent work that has applied the concept of phylogenetics from
biology to the industry of video games. The presenter explains that
this approach can be used to create new content from an existing

family, and also can be used as a form of Domain Analysis, as a first
step towards formalization of the variability.

Next, an introduction to phylogenetics is realized, in order to
explain the basic concepts of phylogenetics. The presenter intro-
duces how our tool performs the phylogenetic analysis of a Unity
project. First, the presenter explains how the Prefabs are analyzed
to generate the genome of each one. Second, the presenter explains
how the genomes are compared pair by pair, calculating the genetic
distance (using Manhattan Distance), and producing a distance ma-
trix. Third, the presenter explains how the pairs are joined using the
Neighbor-Joinning method, Finally, the presenter explains how the
pairs are represented in Newick format, and as trees in rectangular
and circular representations.

The presenter provides an overview of the tool presented, com-
posed of two parts: a Unity plugin, that makes the phylogenetic
analysis, and a web-based viewer that enables to view and explore
the trees generated by the plugin.

Then, the presenter opens the tool and makes a demonstration
using a commercial video game, realizing the phylogenetic analysis
using the plugin, and showing the results using the viewer.

The presenter concludes the tutorial by summarizing the idea
behind Phylogenix, and how this tool can leverage the development
process of video games, helping in latent content generation, as
well as in the variability formalization of existing product families.
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